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A Basics (15 marks)

Please fill in your answers on the blank spaces provided.

1. (5 marks) List down five more special graphs that you are aware of and state what is so special about them that can be used to simplify a certain graph data structure and/or algorithm. All graphs must be simple graphs, i.e. no self-loop nor multiple edges between the same pair of vertices. One example has been shown below.

(a) Complete Graph. Reason: It has \( V \) vertices and \( E = V \times (V - 1)/2 \) (undirected) edges that connects every pair of vertices in the graph. This fact allows the entire graph structure to be stored by just memorizing a single integer, the number of vertices \( V \).
2. (5 marks) Let \( n_h \) be the minimum number of vertices in an AVL Tree of height \( h \). Here, the height of an AVL Tree is defined as the number of edges from the root to the deepest leaf of that AVL tree.

(a) (1 mark) What is the value of \( n_h \) when \( h = 0 \) and \( h = 1 \)?

(b) (1 mark) What is the formula to compute \( n_h \) when \( h \geq 2 \)?

(c) (3 marks) What is the value of \( n_h \) when \( h = 10 \), \( h = 15 \), and \( h = 20 \), respectively?

3. (5 marks) This question is based on the following 5 × 5 grid of base-25 number, i.e. the digits are 0, 1, 2, 3, 4, 5, 6, 7, 8, 9, A (for 10), B (for 11), ..., N (for 23), and O (for 24):

<table>
<thead>
<tr>
<th>I</th>
<th>J</th>
<th>K</th>
<th>5</th>
<th>4</th>
</tr>
</thead>
<tbody>
<tr>
<td>H</td>
<td>O</td>
<td>L</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>G</td>
<td>N</td>
<td>M</td>
<td>7</td>
<td>2</td>
</tr>
<tr>
<td>F</td>
<td>C</td>
<td>B</td>
<td>8</td>
<td>1</td>
</tr>
<tr>
<td>E</td>
<td>D</td>
<td>A</td>
<td>9</td>
<td>0</td>
</tr>
</tbody>
</table>

The source vertex \( s \) is the cell with the highest value, i.e. cell with character ‘O’ (‘O’ for Orange), highlighted with bold in the grid above. The target vertex \( t \) is the cell with the lowest value, i.e. cell with integer 0 (zero), highlighted with underline in the grid above.

We can go from one cell with value \( X \) to its North/East/South/West cell with value \( Y \) if \( X > Y \).

Answer the following (1 mark each):

(a) Is there a cycle reachable from the source vertex \( s \)? Mention such cycle, if any! ____________

(b) There are ____________ cells that are reachable from the source vertex (inclusive).

(c) The length of the shortest unweighted path between \( s \) and \( t \) is ____________ edges.

(d) The length of the longest unweighted path between \( s \) and \( t \) is ____________ edges.

(e) The number of paths between \( s \) and \( t \) is ____________.
B Analysis (15 marks)

Prove (the statement is correct) or disprove (the statement is wrong) the statements below.

1. Let \{0, 1, 2, 3\} be the topological order of a Directed Acyclic Graph (DAG) with 4 vertices labeled with [0..3]. We compute the shortest paths from source vertex 1. Without knowing the actual edge weights, we can conclude that the shortest path value \( D[0] = \delta(1,0) = \infty \).

2. The last vertex in a topological order of a DAG must have in-degree 0.

3. We can use \( O(VE) \) Bellman Ford’s algorithm to detect if there exists a positive weight cycle reachable from source vertex 0 in a general directed weighted graph.

4. **Only** \( O(VE) \) Bellman Ford’s algorithm can be used to detect if a directed weighted graph \( G \) has a negative weight cycle reachable from source vertex 0.

5. An undirected weighted tree is stored in an Adjacency List. Each undirected edge \((a,b)\) with weight \(w\) is stored twice as two directed edges \(a \rightarrow b\) and \(b \rightarrow a\) with the same weight \(w\). All edge weights are negative. We run \( O(V^2) \) Bellman Ford’s algorithm as \( E = 2 \times (V - 1) \) and will get a report that there is no negative weight cycle found as the input is a tree.

Section B Marks = _____
C Applications (60 marks)

Background Story: Robot Again

You are given a 2D square grid of size \((N + 1) \times (N + 1)\) and \(1 \leq N \leq 100\,000\). You have a robot and want to programme the robot to traverse this grid.

There are \(K\) battery charging stations in the grid located numbered from station \([1..K]\) and \(4 \leq K \leq 1000\). The charging station is always located at integer coordinates. Charging station 1 is located at cell \((0, 0)\) and that is where your robot currently located. Charging station \(K\) is located at cell \((N, N)\) and that is the final destination of your robot. The other \(K - 2\) charging stations are located in various cells in the grid. No two charging stations are located at the same cell.

Moving from one charging station \(i\) located at cell \((a, b)\) to another charging station \(j\) located at cell \((c, d)\) consumes \((a - c)^2 + (b - d)^2\) energy units from your robot’s battery. For example, moving from charging station 1 at \((0, 0)\) to charging station 2 at \((0, 2)\) and from charging station 4 at \((4, 2)\) to charging station 7 at \((3, 4)\) in Figure 2 consume \((0 - 0)^2 + (2 - 0)^2 = 4\) and \((3 - 4)^2 + (4 - 2)^2 = 5\) energy units, respectively.

![Figure 1: Example 2D square grid with \(N = 5\) and \(K = 9\)](image)

C.1 Data Structure (5 marks)

How are you going to store the information of this \((N + 1) \times (N + 1)\) 2D square grid and the coordinates of the \(K\) charging stations? Use any data structure(s) that is/are suitable and state the space complexity(ies).
C.2 Minimum Charging Actions (15 marks)

Suppose that your robot has battery capacity of $M$ energy units, $0 \leq M \leq 2 \times 100 000^2$. Your robot can only move from one charging station to another if its battery capacity allows it to do so. Each time your robot is at a charging station, it uses a ‘kiasu’ strategy whereby it always re-charge itself to full $M$ energy units. At the beginning, your robot has empty battery capacity and will do its first full charging action at charging station 1 so its battery is now at full $M$ energy units.

Design the best algorithm so that your robot can move from charging station 1 to charging station $K$ with minimum charging actions. If it is impossible to reach charging station $K$ with battery capacity of $M$ energy units, report “Impossible, buy larger battery”. What is the time complexity of your algorithm?

Let’s use Figure 2 for illustration. If $M = 5$, then your robot requires at minimum 5 charging actions at charging station 1, 3, 4, 7, and 9. If $M = 3$, then the answer is “Impossible, buy larger battery” as your robot cannot move from charging station 1 to any other charging station without running out of battery midway.
C.3 Minimum Battery Capacity (15 marks)

Suppose you do not care about the minimum charging actions. What is the minimum battery capacity $M_{\text{min}}$ so that it guarantees that your robot can go from charging station 1 to charging station $K$. Design the best algorithm to answer this question and analyze its time complexity.

Let’s use Figure 2 again for illustration. The answer is $M_{\text{min}} = 4$. Your robot moves from charging station 1, 2, 5, 6, 8, 9, i.e. 6 charging actions, but the energy consumed when going from one station to the next never exceeds the battery capacity of $M_{\text{min}} = 4$ units.
C.4 How Many Fun Ways? (15 marks)

Suppose that your robot has battery capacity of $\infty$ energy units. You can forget about charging the robot’s battery when it traverses the 2D square grid from charging station 1 to charging station $K$. However, you write a simple additional constraint inside your robot so that it can only move from charging station $i$ at $(a, b)$ to charging station $j$ at $(c, d)$ if and only if $c > a$ and $d > b$ (it never needs to charge itself at charging station though). Again, using Figure 2 for illustration, if your robot is now at charging station 3, it cannot go to charging stations \{1, 2, 5, 6\} but your robot can go to any other charging stations \{4, 7, 8, 9\}.

Now you want to count how many fun ways that your robot can perform its traversal task excluding the direct path $1 \rightarrow K$ (as you declare that such direct path is ‘not fun’). Design the best algorithm to answer this question and analyze its time complexity. There are 5 such ways on the example Figure 2:

1. $1 \rightarrow 3 \rightarrow 4 \rightarrow 9$
2. $1 \rightarrow 3 \rightarrow 7 \rightarrow 9$
3. $1 \rightarrow 3 \rightarrow 9$
4. $1 \rightarrow 4 \rightarrow 9$
5. $1 \rightarrow 7 \rightarrow 9$ (note that $1 \rightarrow 9$ is not counted as this is the direct path which is not fun)

Page 5+6+7+8 Marks = _____
C.5 Too Much Fun? (10 marks)

Draw any valid grid of size \((N + 1) \times (N + 1)\) with \(K\) charging stations so that the answer for question C.4 is more than 1 Billion \((10^9)\) fun ways. Remember that \(1 \leq N \leq 100000,\ 4 \leq K \leq 1000\). You can also explain your answer in words if that is more convenient.

Section C Marks = ______
D  Think Outside the Box (10 marks)

Warning: This is the last question in this assessment paper and also the hardest question. You are encouraged to only attempt this question when you have completed all other questions.

The Problem Description

Given a directed weighted graph $G$ with $V$ vertices and $E$ edges, source vertex $s = 0$, a target vertex $t = V - 1$, we want to know if we update the weight of a directed edge $(a, b)$ from previous weight $w$ to a smaller new weight $w'$, will the shortest path value from $s$ to $t$ improves (becomes shorter) or not (remains the same)? There are $Q$ queries and each query is independent. All edge weights in $G$ are non-negative. Vertex $s = 0$ can always reach vertex $t = V - 1$. An algorithm is considered ‘fast enough’ for this problem if it performs not more than 100 Million steps.

![Sample directed weighted graph $G$ with $V = 5$ vertices and $E = 5$ edges, shortest path value between $s = 0$ to $t = 4$ is currently 6.](image)

Figure 2: Sample directed weighted graph $G$ with $V = 5$ vertices and $E = 5$ edges, shortest path value between $s = 0$ to $t = 4$ is currently 6.

Consider the graph in Figure 3

1. If we update $(1, 3)$ from 2 down to 1, the shortest path value from 0 to 4 improves (becomes shorter, from 6 down to 5).
2. If we update $(2, 3)$ from 10 down to 0, the shortest path value from 0 to 4 does not improve (remains the same, which is 6).

D.1 Textbook Answer 1 (1 mark)

Give an algorithm that works for these constraints: $1 \leq V, E \leq 200\,000$, $1 \leq Q \leq 1$. Analyze its time complexity!
D.2 Textbook Answer 2 (2 marks)

Give an algorithm that works for these constraints: \(1 \leq V \leq 200, 0 \leq E \leq 10000, 1 \leq Q \leq 1000000\).
Analyze its time complexity!

D.3 Out of the Box Answer (7 marks)

Give an algorithm that works for these constraints: \(1 \leq V, E \leq 200000, 1 \leq Q \leq 1000000\).
Analyze its time complexity!