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Abstract—Modern CPUs employ Speculative Store Bypass
(SSB) to reduce load latency and improve performance. In
response to transient attacks such as Spectre, CPU vendors have
also introduced mitigations to prevent incorrect speculation from
leaking data. In this work, we show that the SSB on Armv9 CPUs
introduces a previously unexplored form of non-speculative data
leakage. Specifically, we find that the SSB on Armv9 performance
cores is governed by an undocumented predictor. Through
reverse engineering, we uncover the design of this predictor and
show that it lacks isolation across security domains. Furthermore,
existing mitigations such as SSBS are insufficient to prevent
leaks. Based on this, we present SSBleed, the first non-speculative
side-channel attack via SSB on Armv9 CPUs. We validate the
practicality of SSBleed through five case studies, including cross-
process RSA signature and key generation attacks on the latest
version of MbedTLS and WolfSSL, interrupt detection, and
improved data transmission in two transient attacks. Finally, we
propose a flush-based mitigation through a kernel patch, which
incurs an average performance overhead of 0.46%.

I. INTRODUCTION

Memory accesses have become one of the primary
bottlenecks in modern CPUs, especially in high-performance
CPU architectures that support out-of-order and speculative
execution. To mitigate performance loss due to load stalls,
various techniques have been introduced, including address
prediction [16], [36], [69], value prediction [15], [35],
[42], and memory dependence prediction [17], [38], [51].
Among them, Speculative Store Bypassing (SSB) is a key
optimization, which allows a load to be speculatively executed
before a preceding store completes, and exposes additional
parallelism in the CPU pipeline. SSB has been widely adopted
in modern CPUs [19], [46], [47], [55], [58], including recent
Armv9 CPUs used in servers [5] and mobile performance
cores [4].

On the other hand, SSB has also raised security concerns.
Under misprediction, a load would obtain stale data from an
address before a preceding store overwrites it [2], [31], or
receive the value of a store targeting a different address [41].
Although the CPU will resolve such mispredictions to preserve
correct program behavior, these mispredictions can lead to
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microarchitectural state changes, enabling transient attacks [9],
[47].

To mitigate such attacks enabled by SSB, mainstream CPU
vendors have implemented several hardware mitigations. In
contrast to x86 CPUs that disable SSB entirely, known as SSB
Disable (SSBD), recent Armv9 CPUs mitigate SSB attacks by
preventing speculative data forwarding of loads during SSB
rather than blocking it statically, named SSB Safe (SSBS) [3].
However, it is unclear whether the latter approach may still
leave security risks beyond speculative execution. Particularly,
if the SSB behavior is controlled by a predictor, similar to a
branch predictor [20], [40], [82], [83], the internal state of this
predictor may leak non-speculative changes persistently across
security boundaries, without relying on speculative execution
that has been already mitigated. However, the implementation
details of SSB are largely undocumented, and such non-
speculative leaks have remained underexplored. This raises
two fundamental and unresolved questions: Does the SSB
expose an attack surface at the non-speculative level? If so,
can existing defenses prevent such kind of attacks?

In this work, we address these questions by studying
the details of SSB on Armv9 CPUs. We uncover a
previously undocumented Memory Dependence Predictor
(MDP) responsible for controlling SSB behavior on both
the Neoverse-N2 CPUs for servers and Cortex-X3 CPUs for
mobile devices. Through reverse engineering, we uncover the
design of the MDP, including its state machine, organization,
and replacement policy. We find that the MDP state can be
persistently updated by any loads, even in the absence of a
preceding store. Moreover, the MDP is indexed by a part of
the load’s virtual address. We also observe that the MDP can
be updated before the load commits, enabling it to persistently
record leaked data across transient execution.
Attack Primitives. Building on these findings, we present
SSBleed, the first non-speculative side-channel attack that
exploits the SSB on Armv9 CPUs. SSBleed enables both
cross-process and cross-privilege leakage of control-flow and
data-flow information. To make the attack practical in user
space, we design a primitive that probes MDP states without
relying on cache side channels.
Case Studies. We evaluate the effectiveness of SSBleed



through five case studies, and show that existing defenses such
as SSBS are insufficient to prevent this non-speculative data
leakage. First, we demonstrate two control-flow attacks on
Armv9, which break secret-dependent branches in the RSA
signature and RSA key generation functions in the latest
version of WolfSSL [80] and MbedTLS [49], respectively.
These attacks show SSBleed’s practicality in real-world
environments, as well as its effectiveness with a single
execution. Second, we use SSBleed to monitor interrupts from
other context switches with microsecond-level granularity.
Finally, we use SSBleed to improve two transient attacks:
SpectreRewind [21] and TikTag [37], making SpectreRewind
practical in user space and significantly reducing the number
of repetitions required by TikTag.
Defense. Given that SSBleed bypasses existing defenses, we
propose a software-based mitigation that can be deployed
with a low performance overhead. Specifically, we implement
a kernel patch that flushes the MDP state during context
switches, effectively preventing cross-process and cross-
privilege attacks. Evaluation on SPEC2017 shows that the
defense has an average performance overhead of 0.46%.
Contribution. In summary, our contributions are as follows:

• We study the SSB on two Armv9 CPUs and discover an
undocumented predictor, MDP. We reverse-engineer its
state machine, organization, and replacement policy.

• We propose SSBleed, the first non-speculative side-
channel attack that exploits security weaknesses in the
MDP. SSBleed bypasses existing defenses and is practical
when an unprivileged coarse-grained timer is used.

• We demonstrate the effectiveness of SSBleed through five
case studies targeting both control-flow and data-flow
leakage. To the best of our knowledge, SSBleed is the
first byte-level control-flow attack on Armv9.

• We propose and evaluate a software-based mitigation that
flushes MDP state during context switches.

Responsible Disclosure. We reported this vulnerability to
Arm in March 2025. Arm confirmed that existing mitigations
are insufficient to defend against SSBleed. At the time of
publication, we observe that SSBS has been enhanced to
totally disable the MDP on Neoverse-N2 CPUs, and SSBleed
can be mitigated via SSBS. Moreover, CVE-2025-54764 has
been assigned by the Mbed TLS security team to track the
vulnerability that allows SSBleed to break the inverse modular
function in the library.

II. BACKGROUND

A. Speculative Store Bypass and MDP

Speculative Store Bypass (SSB) primarily targets uncertain
Read-After-Write (RAW) data dependencies [62], [85].
Specifically, when the address of a store instruction is not yet
resolved, and a younger load instruction with a ready address
is issued, the CPU cannot immediately determine whether the
store and load are data-dependent, i.e., whether they access
the same address. If so, the load must wait for the store to
complete. If not, the load can be safely executed ahead of

time. To improve performance in such cases, modern CPUs
implement the SSB [2], [3], [32], which speculatively executes
the load before the preceding store completes. Once a store
address is resolved, the CPU checks for the dependence. If the
load is incorrectly executed, it is squashed and re-issued.

To reduce the frequency of incorrect speculations, SSB
is typically guided by a predictor known as the Memory
Dependence Predictor (MDP) [17], [38], [51], [56], [68],
[71]. The MDP follows general predictor design principles. It
consists of several entries selected by the instruction address
of the store or load. Based on the current state of the entry, the
MDP predicts whether SSB should be allowed for the load,
and updates its state based on the actual dependence.

B. Transient Attacks

Transient attacks primarily exploit transient execution (i.e.,
incorrect speculative execution) of loads to access arbitrary
data from arbitrary addresses [39] or test the validity of
addresses [37], [61]. Although CPUs eventually detect such
incorrect speculation and discard their architectural effects
(e.g., changes to registers or memory), the accessed data can
still affect microarchitectural state during transient execution.
These effects include both transient contention [7], [8], [21]
and non-speculative persistent state updates on caches [28],
[37], TLBs [61], prefetchers [29], micro-op caches [63], and
the MDP of Armv9 CPUs.

Transient attacks can be classified based on their triggering
mechanisms [10]. These include mispredictions on conditional
branches [39], indirect branches [64], return instructions [78],
decoder [79], as well as microarchitectural data sampling [9],
[67], [73] and Speculative Store Bypassing (SSB) [10], [47],
[58]. These attacks can breach isolation boundaries between
sandboxes [35], [36], processes [39], [47] and the kernel [6],
[64], [78]. To mitigate such attacks, modern CPUs introduce
mechanisms to reduce or prevent incorrect speculation. These
include serialization barriers and controls to disable specific
types of speculation. For SSB, these controls include SSBD
on x86 CPUs [2], [31] and SSBS on Arm CPUs [3].

C. Non-speculative Microarchitectural Side-channel Attacks

Non-speculative microarchitectural side-channel attacks ex-
ploit persistent state changes in microarchitectural components
to leak information. For example, memory access instructions
may load data into the cache. After a victim executes such an
instruction, an attacker can probe cache states using methods
such as Flush+Reload [48], [81], Prime+Probe [43], or
Flush+Flush [27] to infer the victim’s memory access patterns.
Similar leakage sources include the TLB [26], [61], [72], data
prefetchers [11], [12], [14], [29], branch predictors [20], [30],
[82], and the MDP discovered in this work.

These non-speculative side channels can be used to encode
and transmit data obtained during transient execution [39],
[47], [63]. They can also leak architectural-level instruction
information. For example, cache, TLB, and prefetcher side
channels can enable data-flow leakage, revealing memory
access patterns and compromising cryptographic keys in



algorithms such as AES [27], [43], RSA [48], [81],
ECDH [70], EdDSA [26], and post-quantum schemes [11].
Similarly, side channels in branch predictors [20], micro-op
caches [18], [57], and prefetchers [14] can be used for control-
flow leakage, exposing which codes are executed and revealing
secret-dependent control flows or monitoring kernel and I/O
events [12], [27].

III. REVERSE ENGINEERING OF MDP

In this section, we perform reverse engineering on the MDP
design on Armv9 CPUs based on the SSB behavior. Our
experimental platforms include Microsoft Azure D2ps v6 (2
Neoverse-N2 cores) and Google Pixel 8 Pro (1 Cortex-X3 core,
3 Cortex-A720 cores, and 4 Cortex-A520 cores). We confirm
the existence of MDP on the performance cores (Section III-A)
and analyze its implementation details (Section III-B to III-E).

A. Existence of MDP

SSB allows a load to execute speculatively before
the preceding store computes its address, and the MDP
predicts whether SSB is triggered. To verify the existence
of the MDP, we design the microbenchmark shown in
Fig. 1. In the stld function, we include a store targeting
array1[delayed_idx] (line 4) and a load targeting
array1[0] (line 5). Before executing stld, we use the dc
civac instruction to evict delayed_idx from the cache,
which delays the generation of the store address. To determine
whether the load triggers SSB, we use the Flush+Reload cache
side channel [48], [81]. Specifically, before executing stld,
we flush all addresses in array2 from the cache. Then, the
data loaded to temp is used as an address to access array2
(line 7). If delayed_idx equals 0 and SSB is triggered,
the load accesses old_value before it is overwritten by
new_value. By probing which address in array2 is cached
through cycle-level timer PMCCNTR in the Arm Performance
Monitor Unit (PMU), we infer whether SSB is triggered.

To test the existence of MDP, we use the experiment
function. By setting delayed_idx to 0 or 10, we control
whether there is a data dependence between the store and load
in stld. We denote data-dependent accesses as SA (Same
Address) and independent accesses as DA (Different Address).
We first train the MDP by executing a large number of stld
functions with old_value equal to new_value. Then we
update old_value to 240 and execute stld once to check
for SSB. We design two experiments as follows:

• 100SA–kDA: 100 SA followed by k DA during training.
• kSA–100DA: k SA followed by 100 DA during training.
As shown in Fig. 2, we observe that on Neoverse-N2,

Cortex-A715 and Cortex-X3 CPUs, the kSA–100DA always
triggers SSB, while 100SA–kDA triggers SSB only when k
exceeds a boundary. This indicates that these CPUs implement
MDP. After training with 100 DA, the MDP predicts SSB,
while after training with 100 SA, the predictor learns that the
load should not trigger SSB, and more than 10 DA are required
to reverse that prediction. We do not observe the existence of
MDP on efficiency cores, i.e., Cortex-A520 in Pixel 8.

1 uint64_t delayed_idx; // generate store address
2 uint8_t array1[64], array2[256 * 4096], temp;
3 void stld(int new_value) {
4 array1[delayed_idx] = new_value; // delayed store
5 temp = array1[0]; // load to be tested
6 // cache side channel to test SSB
7 temp &= array2[temp * 4096];
8 }
9 void experiment(int raw_control, int old_value) {

10 // flush addresses in array2 for cache side channel
11 flush_all(array2);
12 // SA: 0, DA: 10, Trigger: 0
13 delayed_idx = raw_control;
14 // Train: 0, Trigger: 240
15 array1[0] = old_value;
16 // delay the address of the store by cache flushing
17 flush(&delayed_idx);
18 stld(0);
19 }

Fig. 1. C implementation of our microbenchmark to reverse-engineer the
MDP. Data dependence in stld (lines 4-5) is controlled by raw_control.
We use flush to delay the store, and use the cache side channel to test
whether old_value is loaded before the update of new_value.
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Fig. 2. Speculative store bypass rate after executing 100 SA and k DA (orange
lines) or k SA and 100 DA (blue lines). The different SSB rates under two
experiments and a dynamic change in 100SA−kDA indicate the MDP is used.

B. State Machine of MDP

After validating the existence of SSB on Armv9 CPUs,
we further investigate the MDP implementation details on the
Neoverse-N2 and Cortex-X3 CPUs. As shown in Fig. 2, after
a number of SA are executed to train the MDP, at least 15
DA are required to activate SSB on both CPUs, suggesting
that the MDP uses a counter to hold the state, where SA and
DA update the counter differently. To further investigate the
state machine, we use the setup in Fig. 1 and vary the SA
and DA sequences used to train the MDP. Similarly, during
training, we keep old_value as 0. After training, we set
old_value to 1 and run experiment to observe whether
the MDP predicts SSB or load stalling (blocking, BLK).

We design 8 experiments shown in Table I, where Exp. 1
and 2 show that a single SA is sufficient to switch the MDP
state from BLK to SSB. Exp. 3 and 4 indicate that at least 14
DA are required to revert the state to SSB. Besides, Exp. 5 and
6 show that a maximum of 15 DA is sufficient to transition
the state, regardless of the number of SA. From these results,
we infer that the MDP uses a 4-bit saturating counter. When
the counter is cleared, SSB is predicted. Otherwise, BLK is
predicted. Executing an SA while the counter is cleared sets it
to 14, and subsequent SA increment it to saturation (i.e., 15).
Each DA decreases the counter by 1 until it reaches 0.

To further investigate the effect of SA when the counter
is not cleared, we conduct Exp. 7 and 8. We initialize the
counter to 4 using 1 SA and 10 DA, then run an additional
SA and measure how many DA are needed to revert the state



TABLE I
EXPERIMENTS ON MDP STATE MACHINE

Exp. Training Pred. Exp. Training Pred.
1 15 DA SSB 2 15 DA, 1 SA BLK
3 1 SA, 13 DA BLK 4 1 SA, 14 DA SSB
5 10 SA, 14 DA BLK 6 10 SA, 15 DA SSB

7 1 SA, 10 DA,
1 SA, 4 DA

BLK 8 1 SA, 10 DA,
1 SA, 5 DA

SSB
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Fig. 3. Experiments on MDP selection function (a) and prediction table size
(b) on Neoverse-N2 and Cortex-X3 CPUs.

to SSB. The results show that 5 DA are required instead of 4,
indicating that running an SA at counter value 4 increases it
to 5. Therefore, we infer that an SA increments the counter
by 1 when the counter is not saturated or cleared.

Based on these findings, we construct the state machine
shown in Fig. 6. To validate the accuracy of the inferred
state machine, we exhaustively test all 230 training sequences
with all permutations of 30 SA and DA. By validating the
outcomes of state machine with the code shown in Fig. 1, we
achieve a 100% match, indicating that our reverse engineering
is accurate with high confidence.

C. Organization of MDP

In this section, we analyze the organization of the MDP.
We first investigate how different store-load pairs share MDP
state by extending code in Fig. 1. We extract the machine
code of the stld function, creating two functions named
stld_1 and stld_2. We fix the address of stld_1 and
use just-in-time code generation to dynamically place stld_2
across a large address range. For each location of stld_2,
we train the MDP using stld_2 to alternate between SSB
and BLK states, and observe the effects on stld_1. If both
training outcomes are reflected in stld_1, we infer that the
two functions share the MDP counter in the same entry. We
then record the relative address offset between stld_1 and
stld_2 where such sharing occurs.

As shown in Fig. 3, on Neoverse-N2, the training results are
shared if and only if the instruction virtual addresses (i.e., IPs)
of stld differ by a multiple of 215 bytes. We further insert
varying numbers of nop instructions between the store and
load in both functions and find that sharing still occurs as long
as the load IPs have the same lower 15 bits. We conclude that,
on Neoverse-N2, the MDP entries are selected by the lowest
15 bits of the load IP. Similarly, on Cortex-X3, we find that
the lowest 16 bits are used for the entry selection.

Next, we investigate the number of entries in the MDP.
Based on the selection function, we construct eviction sets
containing k distinct stld functions, each with a unique load
IP in the relevant low-bit range (i.e., 15 bits for Neoverse-N2
and 16 bits for Cortex-X3), ensuring no entry sharing with
stld_1. By default, the MDP predicts SSB, and thus we
first train the MDP state at stld_1 to BLK, then use the
eviction set with a size k to train the related entries to BLK,
and finally run stld_1 again to observe if its prediction has
reverted to SSB. If so, the entry used by stld_1 is evicted.

As shown in Fig. 3, we find that, on Neoverse-N2, the
prediction at stld_1 is overwritten when k = 32, indicating
that the MDP contains 32 entries. On Cortex-X3, the threshold
is 40 entries. To further validate associativity, we generate 220

random eviction sets of size 32 on Neoverse-N2, and always
observe the eviction. Therefore, the MDP in Neoverse-N2 is
fully-associative, using the lowest 15 bits of the load IP as
the tag for matching, without using any bits for indexing. We
observe the same conclusion on Cortex-X3, except the tag
consists of the lowest 16 bits of the load IP.

D. Replacement Policy of MDP

In the organization experiment, we also observe that if each
entry in the eviction set is trained into the SSB state using
the sequence 1 SA 15 DA, we no longer observe the eviction.
This indicates that the MDP employs two types of eviction
mechanisms. The first is the external eviction triggered when
the table is full, and the second is self-eviction triggered when
the internal counter of an entry reaches 0. In this section, we
focus on analyzing the replacement policy used during these
two eviction cases.

We construct a set of stld functions where the load in
each function selects a unique MDP entry. These functions
are labeled as f0, f1, ..., fk−1, where k ≥ 2s, and s is
the total number of MDP entries. For each function f , we
perform 10 SA to ensure its corresponding entry is fully
trained and inserted into the MDP. After filling the MDP
with the execution order fs−1 to f0, we introduce operations
O that may affect replacement order, including O1

i : updating
the counter value of entry i without triggering self-eviction,
and O2

i : actively removing entry i via self-eviction. We then
execute entries fs to f2s−1 to trigger external evictions.
Finally, we probe from f0 to fs−1 to determine which
entries have been evicted. This allows us to reconstruct the
replacement order of the original entries.

Following previous research [1], [72], we
represent the replacement ordering as a permutation
Πs = (π−1, π0, π1, ..., πs−1), where each πi is a permutation
of the remaining entries after applying O1

i or O2
i , and a

higher index indicates a higher eviction priority. Notably,
π−1 denotes the default replacement order without any
operations applied. On both Neoverse-N2 and Cortex-X3, we
observe that π−1 = (0, 1, 2, ..., s − 1), where each i ∈ π−1

denotes the entry corresponding to fi, and the values in the
right have a higher eviction priority. This result indicates
FIFO (i.e., First-In, First-Out) policy, where newer entries



=  (1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31)
= (0, 3, 2, 5, 4, 7, 6, 9, 8, 11, 10, 13, 12, 15, 14, 17, 16, 19, 18, 21, 20, 23, 22, 25, 24, 27, 26, 29, 28, 31, 30)
= (1, 0, 3, 6, 5, 4, 7, 10, 9, 8, 11, 14, 13, 12, 15, 18, 17, 16, 19, 22, 21, 20, 23, 26, 25, 24, 27, 30, 29, 28, 31)
= (0, 1, 2, 7, 4, 5, 6, 11, 8, 9, 10, 15, 12, 13, 14, 19, 16, 17, 18, 23, 20, 21, 22, 27, 24, 25, 26, 31, 28, 29, 30)

...

= (0, 1, 2, 3, 4, 5, 6, 7,  8, 9, 10, 11, 12, 13, 14, 31, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30)
= (1, 2, 3, 4, 5, 6, 7, 8,  9, 10, 11, 12, 13, 14, 15, 0, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31)

...

= (1, 0, 3, 2, 5, 4, 7, 6, 9, 8, 11, 10, 13, 12, 15, 14, 17, 16, 19, 18, 21, 20, 23, 22, 25, 24, 27, 26, 29, 28, 31)
= (0, 1, 2, 3, 4, 5, 6, 7,  8, 9, 10, 11, 12, 13, 14, 15, 16, 17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30)
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Fig. 4. The Tree-PLRU32 replacement policy in the Neoverse-N2 MDP.
(a) shows the effective permutation caused by replacement due to self-eviction.
(b) shows the replacement process when the 9th entry is external-evicted due
to a full table, and the 10th entry is self-evicted due to counter clear.

have lower eviction priority. Furthermore, for operation
O1 and its permutation Π1

s, we observe πi = π−1 for all
πi ∈ Π1

s. Therefore, counter value updates alone do not alter
replacement priority, confirming that FIFO is used as long as
no self-eviction occurs.

For operation O2 and its permutation Π2
s, we observe

πi = π−1−{i} on Cortex-X3, which means removing entry i
leaves the ordering of remaining entries intact. Hence, Cortex-
X3 strictly follows FIFO, regardless of self-eviction. On
Neoverse-N2, however, Π2

s undergoes a non-trivial shuffle, as
illustrated in Fig. 4(a). This behavior resembles a Tree-PLRU
replacement policy [1], [72]. Given the MDP on Neoverse-N2
contains 32 entries, we hypothesize it employs a 5-level binary
Tree-PLRU structure with 31 internal nodes. We construct the
theoretical Tree-PLRU32 permutation Πtp32

32 and confirm that
for every π2

i ∈ Π2
s and corresponding πtp32

i ∈ Πtp32
32 , we have

π2
i = πtp32

i − {i}. This confirms our hypothesis.
In specific, the Tree-PLRU32 consists of 31 bits representing

internal nodes of a binary tree. As shown in Fig. 4(b), Under
an external eviction, the MDP traverses the tree from the root.
Each bit determines the direction (i.e., 0 = left, 1 = right). After
5 nodes are accessed, one entry is selected for replacement.
The bits along this traversal path are then flipped to update the
replacement priority. This replacement scheme approximates
FIFO behavior when no self-eviction occurs. However, when
entry i is self-evicted, the path from the root to entry i is
extracted, and the 5 corresponding internal bits are set to the
bitwise complement of the binary representation of i. This
modifies the tree state deterministically and causes a specific
permutation effect, as observed in Fig. 4(a). Finally, accessing
an entry and updating its counter value without a self-eviction
has no effects on the bits in the binary tree.

E. Update Condition of MDP

In this section, we study the conditions under which
the MDP counter is updated. In previous sections, we
demonstrate that non-speculative store-load pairs within a

TABLE II
EXPERIMENTS ON MDP UPDATE CONDITION

Exp.
Training Trigger and Test

Process Inst. Process Inst. Pred.

1 Process-1 10 SA Process-1 14 L BLK
2 Process-1 10 SA Process-1 15 L SSB
3 Process-1 10 SA Process-2 14 DA BLK
4 Process-1 10 SA Process-2 15 L SSB

1 uint64_t delayed_bound = 1; // branch condition
2 uint8_t temp, array1[2] = {16, 0}, array2[20];
3 void branch(int x) {
4 // delayed branch to trigger transient execution
5 if (x < delayed_bound) {
6 // normal: temp = 0, transient: temp = 1
7 temp = array1[x];
8 // delayed store, address from array1[x]
9 array2[temp] = 0;

10 // load with address &array2[0]
11 temp &= array2[0];
12 }
13 }

Fig. 5. C implementation of our experiment to test the MDP update by
transient store-load pairs.

single process can trigger MDP updates. To further investigate
other conditions, we design the experiments listed in Table II.

In Exp. 1 and 2, we first train the MDP to the state BLK
with 10 SA, then execute another load without any preceding
store (denoted as L) in the same process. We ensure that this
load shares the same MDP tag as the one in stld. We find
that after more than 14 L, the MDP state is updated to SSB.
This shows that even without a preceding store, a load can
decrement the MDP counter if it is greater than zero. Next,
in Exp. 3 and 4, we place the training and triggering code in
different processes, while keeping the MDP tags of loads the
same. We execute process 1 to train the MDP and process 2 to
trigger prediction. Results show that as long as the tags match,
different processes can share MDP state, i.e., the counter value
in the same entry.

The above experiments focus on the effect of non-
speculative loads with or without preceding delayed stores.
Finally, we test whether a load executed transiently can cause
persistent MDP updates. We use the branch-based setup shown
in Fig. 5 to trigger transient execution. Specifically, we set
x to 0 and repeatedly execute the branch function to train
the conditional branch (line 4), then set x to 1 to trigger
misprediction, and evict delayed_bound from the cache to
delay branch resolution. During the transient execution caused
by the mispredicted branch, the store and load (lines 6 and
7) access the same address, and the store address is delayed
by another load (line 5). If the load updates the MDP, the
MDP will insert a new entry. We then use the stld function
with the same load tag to probe the MDP after transient
execution. Results show that a transient load can update the
MDP, indicating that the MDP is updated before the load is
committed.
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Fig. 6. Overview of the reverse-engineered MDP on Neoverse-N2 CPU.
The MDP on the Cortex-X3 CPU shares a similar design but has different
parameters in tag, table size and replacement policy.

F. Summary of Reverse-engineering of MDP

In this section, we discover that Armv9 implements SSB
using an undocumented MDP, and present the first detailed
reverse engineering of the state machine, organization, re-
placement policy, and update conditions. Fig. 6 systematically
illustrates our findings using the Neoverse-N2 MDP as an
example. The MDP has a prediction table containing 32
entries. Each entry includes a tag field, a valid bit, and a value
field. The tag field stores the lowest 15 bits of the load’s IP,
allowing the MDP to make predictions for different loads. The
value field is a 4-bit counter. The counter gives the prediction
according to a state machine, and is updated based on the data
dependence between the load and preceding stores.

In particular, when the counter reaches 0, self-eviction is
triggered. In addition, if the table is full and a new entry
is inserted, external eviction occurs. Neoverse-N2 adopts the
Tree-PLRU32 replacement policy. Under external eviction, it
behaves like FIFO, while self-eviction alters the replacement
priority of entries. Cortex-X3 has a similar MDP design, but it
has 40 entries and only uses FIFO as the replacement policy.

IV. SSBLEED: OVERVIEW AND PRIMITIVES

The reverse engineering results in Section III show that the
MDP is shared between different security domains. In this
section, we show the feasibility of MDP side-channel attacks
using unpriveleged coarse-grained timers.

A. Overview of SSBleed

Section III-E shows that the MDP is shared across processes
and privileges on the same CPU. Moreover, a single load is
sufficient to update the MDP, and loads executed transiently
can also persistently update it. Therefore, the MDP can be
used to construct various control-flow and data-flow attacks.
In this work, we implement three side-channel attacks, named
SSBleed, as shown in Fig. 7.

SSBleed-v1 uses the MDP to perform cross-process, byte-
level control-flow attacks. The attack target is a secret-
dependent branch in the victim code, which includes a
load (①) in the branch path. The attacker first executes a store-
load pair with the same MDP tag as the target load, training the
counter to 15 (②). If the victim then executes the target load,
the counter of the corresponding MDP entry is decremented
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Fig. 7. Three variants of SSBleed that exploit MDP to implement cross-
process control-flow attack (a), kernel control-flow fingerprinting (b), and
transmit data-flow information during transient execution (c).

by 1 (③). Finally, the attacker probes the MDP state in its own
address space to determine whether the target load has been
executed, thereby inferring the branch direction (④).

SSBleed-v2 uses the MDP to monitor kernel behavior
from user space. Specifically, the attacker identifies loads
executed in different interrupt handlers and selects a set of
loads with distinct MDP tags. These tags are inserted into
MDP in advance (①). Then, if an external interrupt or syscall
triggers a context switch (②), the attacker monitors changes
in MDP counter values or the eviction of MDP table entries
to determine which interrupts or syscalls occur during a time
window (③).

SSBleed-v3 uses the MDP to transmit secret data obtained
via transient execution or to verify address validity. For
example, the attacker first trains a conditional branch to induce
misprediction and trigger transient execution (①). During the
transient execution, a secret byte is accessed (②). The attacker
encodes this byte into the load address (i.e., the array index) of
a store-load pair and adjusts the store address to see whether
a new MDP entry is updated due to address matching (③). If
so, the leaked byte value equals the index of the array (④).

B. Threat Model

We follow the standard threat model for single-core and
user-space attackers [14], [18], [29], [47], [65]. We assume a
user-level attacker who shares the same core with the victim.
The attacker can execute unprivileged code. On Arm CPUs,
the attacker cannot access the privileged timer PMCCNTR
for cycle-level timing and is restricted to the user-accessible
timer CNTVCT_EL0. On Microsoft Azure instances, this timer
operates at a default frequency of 1 GHz, with a precision of
1 ns. On the Pixel 8 Pro, however, the default frequency is
24.5 MHz, with a precision of about 40 ns.

For SSBleed-v1, we assume the attacker knows a secret-
dependent branch in the victim’s code through binary analysis
and has identified at least one load on the branch path.
We assume the attacker is capable of preempting the victim
to achieve the inter-process interleaving shown in Fig. 7(a),



which has been demonstrated as practical in prior work [65],
[92]. For simplification, we follow the experimental setup
in [14] where the victim voluntarily yields control for each
execution round. For SSBleed-v2, we assume the attacker
can pin their process across multiple cores. For SSBleed-
v3, we assume the attacker can inject code into the victim’s
address space (e.g., via JIT or shared libraries), which
is a common assumption in transient attacks [35]–[37].
Finally, we assume the victim system is deployed with
existing mitigations enabled, including address space layout
randomization (ASLR) and SSBS, and that other system
settings remain at default.

C. Prime and Probe Primitives

During reverse engineering, we detect whether a load
triggers SSB by observing cache states. However, as a defense
against transient attacks such as Spectre-v4 [10], Armv9 CPUs
implement the SSBS to block the data forwarding by a load
performing SSB, and thus eliminate the cache state changes
caused by the load [3]. Therefore, we require a method to
probe the MDP state even when SSBS is enabled.

Inspired by prior work [47], [58], we design the probing
primitive using mul instructions to induce port contention, as
shown in Fig. 8,. This not only delays the address generation of
the store, but also creates a timing side channel independent of
the cache to observe the MDP state. To validate the feasibility
of this primitive, we measure the timing under both MDP
states with SSBS enabled. We use a sufficient number of
muls to ensure that the timing difference is observable with
coarse-grained timers. As shown in Fig. 9, both CPUs show
measurable timing differences between the BLK and SSB
states. Under CNTVCT_EL0, Neoverse-N2 shows a difference
of about 10 ticks, and Cortex-X3 shows a difference of 2 ticks.

Further, this primitive can be used to both prime and probe
the MDP. Similar to Fig. 1, we mark x0 = x1 as SA and x0
̸= x1 as DA. We fill an MDP entry with 1 SA and initialize
the counter to 14. During probing, we execute multiple DA in
sequence and measure their execution times. According to the
state machine, if the counter value is k, then the first k DA will
be in BLK state, and the rest in SSB. We observe noticeable
slowdowns for the first k DA, allowing us to infer k.

To further confirm that the timing differences are caused
by the MDP, we conduct the following experiments. First, to
exclude the effects of prefetchers [5], we execute additional
loads before probing to ensure that both the store and load
in the mdp_probing hit the cache. Second, to exclude the
effects of other predictors, such as value predictors [35] and
address predictors [36], we randomly generate different values
for x0, x1 and [x1], while keeping x0 ̸= x1 for each
probing round. Third, to exclude the effects of speculation
in the arithmetic unit [53], we replace the mul instructions
with other arithmetic operations. Finally, we insert barrier
instructions (i.e., dsb) between the store and load. The timing
difference persists across the first three experiments, but does
not exist for the last experiment, demonstrating that the MDP
is the root cause of the observed timing variation.

1 mdp_probing:
2 // avoid semantic error of multiplication
3 mov x2, #0x1
4 // contention 1: delay store address
5 .rep 50
6 mul x0, x0, x2
7 .endr
8 str x2, [x0] // store
9 ldr x3, [x1] // load

10 // contention 2: delay memory dependency resolution
11 .rep 50
12 mul x3, x3, x2
13 .endr
14 ret

Fig. 8. A64 assembly implementation of the probe primitive to probe the
MDP current state.
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Fig. 9. Timing difference between two MDP states created via port contention.

V. SSBLEED: CASE STUDIES

In this section, we demonstrate the effectiveness and
practicality of SSBleed through five real-world case studies
shown in Table III. We first show how SSBleed breaks secret-
dependent branches to leak RSA keys, proving its efficiency
in both repeatable attacks on unbalanced branch (Section V-A)
and single-trace attacks on balanced branch (Section V-B).
We then show that SSBleed can leak branchless control
flows (Section V-C), enabling real-time interrupt monitoring.
Finally, we demonstrate SSBleed’s capability to leak data
flows (Section V-D to V-E) by improving transient attacks.
Notably, all of the experiments are conducted with SSBS
enabled.

A. Attack on RSA Signature Implementation of WolfSSL

Attack Target. WolfSSL accelerates RSA signing using the
Chinese Remainder Theorem (CRT). Given a private key D,
it precomputes dP = D mod (P −1) and dQ = D mod (Q−
1), where P and Q are two large primes. It then computes
the modular exponentiations hdP mod P and hdQ mod Q
for a message hash h, and combines the results to produce
the ciphertext. When hardware acceleration is disabled, the
function shown in Fig. 10 is called to perform the modular
exponentiations, which involves multiple iterations.

In each round, the variable y scans a bit of the secret
keys, and selects an operation mode based on the bit: skipping
leading zeros (mode 0, line 15), performing squaring (mode
1, line 17), or performing both squaring and multiplication
(mode 2, lines 19 to 26). We observe that accessing variables
or calling functions causes execution of loads to access the
data from the stack, and identify one load in mode 0, one
in mode 1, and four in mode 2. These loads leak the branch
targets, directly leaking dP and dQ from y.
Attack Setup. We use the default gcc compilation options and
a 4096-bit key. Similar to prior state-of-the-art works [14],



TABLE III
OVERVIEW OF 5 SSBLEED CASE STUDIES ON CONTROL FLOW AND DATA FLOW SIDE-CHANNEL ATTACKS

Attack Information Attack Target Attack Feature*

Section Case Study Variant Victim Function Loads Leakage BL SP ST SdB BB

V-A RSA Signature v1 WolfSSL v5.7.6 Exponent Modular 6 Control Flow ✔ ✗ ✗ ✔ ✗

V-B RSA Key Generation v1 MbedTLS v3.6.2 Inverse Modular 9 Control Flow ✔ ✗ ✔ ✔ ✔

V-C Interrupt Detection v2 Linux 6.8.0-1027-azure Interrupt Handler 1 Control Flow ✔ ✗ ✔

V-D SpectreRewind-MDP v3 5.15.137-android14-11 Attacker Injected 1 Data Flow ✔ ✔

V-E TikTag-MDP v3 5.15.137-android14-11 Attacker Injected 1 Data Flow ✔ ✔

* Column 6 (Loads) shows the number of vulnerable loads used in the attack. Column 7 (Leakage) indicates the leakage type. Column 8 (BL) denotes byte-level granularity. Column
9 (SP) indicates speculative execution. Column 10 (ST) indicates a single-trace control flow side-channel attack. Column 11 (SdB) indicates the attack target is the secret-dependent
branches. Column 12 (BB) indicates the attacked branch is balanced at the source code level.

1 // X is one of the RSA keys (dP, dQ)
2 digidx = X->used - 1; // get the bit number of X->dp
3 // 0: skip leading 0s; 1: handle bit 0; 2: handle bit 1
4 mode = 0;
5 bitcnt = 1; // to iterate within each bit block
6 for (;;) { // access one bit (from MSB) in each round
7 if (--bitcnt == 0) {
8 if (digidx == -1) break;
9 buf = X->dp[digidx--];

10 bitcnt = 60;
11 }
12 y = (int)(buf >> 59) & 1;
13 buf <<= 1;
14 // secret-dependent branch 1
15 if (mode == 0 && y == 0) continue;
16 // secret-dependent branch 2
17 if (mode == 1 && y == 0)
18 ... // square function
19 mode = 2;
20 // the branch below is always taken when winside=1
21 if (1 == winsize) {
22 for (x = 0; x < winsize; x++)
23 ... // square function
24 ... // multiply function
25 mode = 1;
26 }
27 }

Fig. 10. Part of the mp_exptmod_fast function in WolfSSL v5.7.6. During
RSA signing, dP and dQ are used as exponents. The variable y scans each
bit from the most significant bit. Load instructions (lines 15, 20, 22) leak y
via conditional branches (lines 13, 14), which further leaks dP and dQ.

[22], [23], we fix the window size (i.e., winsize in Fig. 10)
to 1, ensuring that every bit affects the control flow. When
winsize is greater than 1, cache side channels are required
to leak bits within each window, which has been shown to be
feasible [48]. Using SSBleed, we track updates to the MDP
entries in each iteration to monitor the execution of 6 loads.
Experimental Results. We randomly generate 1000 RSA
keys of 4096 bits and use SSBleed to leak dP and dQ. We
evaluate the leakage accuracy and the number of incorrectly
recovered bits, as shown in Fig. 11. Without interference
from other user processes, each attack takes approximately
9.29 seconds. A single run achieves 94% accuracy, and
averaging over 5 repetitions achieves 100% accuracy. We
also evaluate the impact of compute-intensive, memory-
intensive, and I/O-intensive workloads on attack accuracy.
Compute and memory-intensive scenarios generated using
openSSL and stress-ng have minimal effect, requiring
only 10 repetitions to reach 100% accuracy. In contrast, I/O-

Accuracy on Control Flow Leakage log10(number of incorrect bits + 1)
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Number of Repe��ons

Fig. 11. Evaluation of attacks on the RSA signature implementation in
WolfSSL. We test 1000 RSA keys across 4 environments, measuring control
flow recovery accuracy (solid line) and incorrect bits (dotted line) under
varying repetitions. In non-I/O-intensive settings, 10 repetitions suffice for
100% accuracy; otherwise, about 37 repetitions are needed to suppress noise.

intensive scenarios generated by iperf3 significantly lower
the accuracy, as frequent context switches may exhaust and
evict MDP entries. Under this condition, a single trace may
contain around 1000 bit errors, and more than 37 repetitions
are needed to fully recover the key.
Discussion. Instruction-level control-flow attacks on RSA
modular exponentiation typically rely on specific microarchi-
tectural features, such as Intel’s branch predictors [82], [86]
and prefetchers [14], and AMD’s scheduler [22]. Other attacks
assume privileged attackers with access to page tables [50],
interrupts [57], or performance counters [22]. On Armv9
CPUs, the microarchitectural details mentioned above remain
largely unexplored, and we assume a non-privileged threat
model. To the best of our knowledge, this is the first byte-
level control-flow attack demonstrated on Armv9.

B. Attack on RSA Key Generation of MbedTLS

Attack Target. MbedTLS uses the modular inverse algorithm
for RSA key generation. After obtaining the large primes P
and Q, MbedTLS computes the private key D by calling a
modular inverse function, where D = E−1 mod L, E is the
public exponent, and L = (P−1)(Q−1)

gcd(P−1,Q−1) .
The latest version of MbedTLS implements modular

inversion using the BEEA algorithm, as shown in Fig. 12.
It performs multiple iterations on the initial inputs E and L,
stored in variables u and v. Each iteration consists of a u-
loop (lines 2–3), a v-loop (lines 4–5), and a sub-step (lines
7–10). The u-loop and v-loop (collectively referred to as x-
loop) repeatedly right-shift u and v until their least significant



1 do { // input: u = E, and v = (P-1)(Q-1)/gcd(P-1,Q-1)
2 while((TU.p[0] & 1) == 0) // u-loop: if u % 2 == 0
3 mbedtls_mpi_shift_r(&TU, 1); // u = u >> 1
4 while((TV.p[0] & 1) == 0) // v-loop: if v % 2 == 0
5 mbedtls_mpi_shift_r(&TV, 1); // v = v >> 1
6 // sub-step: if u >= v
7 if (mbedtls_mpi_cmp_mpi(&TU, &TV) >= 0)
8 mbedtls_mpi_sub_mpi(&TU, &TU, &TV); // u -= v
9 else // u < v

10 mbedtls_mpi_sub_mpi(&TV, &TV, &TU); // v -= u
11 } while (mbedtls_mpi_cmp_int(&TU, 0) != 0);

Fig. 12. Part of the mbedtls_mpi_inv_mod function in MbedTLS v3.6.2.
During RSA key generation, the private key D is computed as E−1 mod L.
Load instructions in lines 3, 7, 11 and 14 leak the number of iterations of
the u-loop (line 2) and v-loop (line 6), and the execution path of the sub-step
(line 10), which further leaks P and Q.

bit is set to 1. The sub-step is a balanced branch (i.e., both
branches execute the same code) that subtracts the smaller
of u or v from the larger one and updates the corresponding
variable. Each direction of the u-loop, v-loop, and sub-step
contains three loads that access the return values and invoke
MBEDTLS_MPI_CHK to verify the results. These loads leak
the direction of three secret-dependent branches (lines 2, 4,
and 7), which can be used to reconstruct L and ultimately
recover the primes P and Q.
Attack Setup. Aligned with prior state-of-the-art works [45],
[57], we use the latest version of MbedTLS to generate
2048-bit RSA keys. After leaking the control flow, we
derive P and Q from L based on methods established in
previous research [45]. Compared to modular exponentiation
in Section V-A, RSA key generation invokes the inverse
modular function only once to compute the private key,
meaning that only a single trace is available for recovery.
This significantly increases the attack difficulty. However,
our results show that by using SSBleed and exploiting
mathematical properties to reduce measurement noise, an
effective userspace attack is still achievable.
Noise Reduction. For attacks on the modular inversion
algorithm, 100% accuracy from a single trace is required.
Otherwise, the correct L cannot be recovered. To achieve
this, we perform four analysis passes, exploiting control-flow
correlations to reduce noise and obtain the final result.

In the first pass, we identify the control flow in each iteration
by analyzing which of the 12 loads are executed. In the second
pass, we exploit a property: between any two adjacent sub-
step operations, there must exist an x-loop, and only one
of u-loop or v-loop is executed. Based on this property, we
segment control flow using sub-step as boundaries and correct
the control flow between adjacent sub-steps to either u-loop
or v-loop. In the third pass, we exploit another key property:
if the sub-step branch is taken, the next iteration must execute
a u-loop. Otherwise, it must execute a v-loop. This correlation
enables us to refine the classification of the previous sub-step
based on the following x-loop, and vice versa.

In the final pass, we enumerate the remaining uncertain
control-flow cases, i.e., those in which the observed loads does
not match any known pattern. If the number of possibilities
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Fig. 13. Evaluation of attacks on RSA key generation in MbedTLS. Control
flow recovery improves with each analysis pass. Out of 1000 RSA keys, 615
are successfully recovered. The remaining 385 fail due to early termination
in pass 3 or persistent noise that cannot be reduced in pass 4.

is fewer than 64, we exhaustively enumerate all options and
retain only those leading to valid prime values for P and Q.
If the candidates exceeds this threshold, we terminate early,
as the noise cannot be effectively eliminated. In practice, the
attacker can relax this constraint and increase enumeration
time to improve the likelihood of successful key recovery.
Experimental Results. We randomly generate 1000 RSA
keys of 2048 bits and use SSBleed to leak the control flow
of the modular inversion. After four passes of analysis, we
successfully recover 615 keys, i.e., we achieve 100% single-
trace control flow recovery accuracy for these keys. On
average, 10 control-flow candidates are evaluated per key. Each
candidate takes approximately 9.19 seconds to verify, resulting
in an average recovery time of around 90 seconds per key.

We further evaluate the control-flow error rate across all
1000 traces after each analysis pass, as shown in Fig. 13.
Without the noise reduction process, the initial trace error
rate ranges from 15% to 20%. The error rate decreases after
each pass of analysis, with the third pass contributing the
most significant improvement. Among the unrecovered keys,
369 are terminated early during the third pass due to an
excessive number of candidates. The remaining 16 keys are
not leaked successfully due to unrecoverable noise. In practice,
attackers can increase the enumeration threshold to improve
key recovery success at the cost of longer runtime.
Discussion. Attacks on RSA modular inversion require high
noise resilience, as only a single trace is available. Existing
attacks [45], [50], [57] often rely on privileged access
to page tables to infer the number of x-loops, since x-
loops are unbalanced branches that trigger additional page
accesses when taken. Compared to these attacks, SSBleed
observes load executions to leak x-loop counts. For sub-step
identification, prior works typically require specific compiler
options to emit store [57] or store-load pairs [45], enabling
microarchitectural side channels to track memory accesses.
SSBleed only relies on the presence of a single load along
the branch path, demonstrating strong noise resistance and
significantly expanding the attack surface of real-world code.

C. Interrupt Detection

Interrupt Side Channels. Interrupts are a well-established
shared resource for side channel attacks [12], [59], [60], [66],
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Fig. 14. Evaluation of interrupt side channels. This side channel successfully
distinguishes network interrupts from other events, including memory
allocation, file operations, and idle states.

[76], [88], [90]. They can be detected by an unprivileged
attacker via architectural or microarchitectural changes. Such
attacks can leak user activities such as keystrokes [59],
[60], [66], [76] and network traffic [12], [88], [90]. Among
existing interrupt detection techniques, only LeakIDT [76]
can spy on specific types of interrupts, and the rest merely
detect the presence of an interrupt. However, LeakIDT [76]
depends on x86-specific features (e.g., interrupt descriptor
table), rendering it inapplicable to Arm architectures.
Attack Setup. We demonstrate that SSBleed goes beyond
basic interrupt detection by accurately identifying specific
types of interrupts among a wide range of context-switching
events. Specifically, on Linux kernel versions listed in
Table III, we trigger different types of interrupts and syscalls,
and profile all MDP tags to identify loads that are executed
only in specific interrupt handlers. As a case study, we focus
on the network interrupt handler, identifying a set of unique
load tags used exclusively by that handler. Using the process
in Fig. 7(b), we initialize and probe the corresponding MDP
entries from a user process. If we observe changes in any of
the selected tags, we infer that the network interrupt occurs
and that the handler is executed.
Experimental Results. Over a time window of 3600 µs, we
randomly trigger 16 interrupts and 25 noisy context switches
while using SSBleed to continuously monitor the execution of
the network interrupt handler. The experiment consists of 100
probes, corresponding to a detection resolution of 27.78 kHz.
As shown in Fig. 14, SSBleed accurately detects network
interrupts with µs-level granularity while suppressing noise
from other context switches, which is fast enough to track
network packets in real world applications [12]. The results
show an accuracy of 97%.

D. Improvement of SpectreRewind

SpectreRewind. SpectreRewind [21] is the first transient
attack on Arm CPUs that does not rely on caches. As shown
in Fig. 15(a), the attacker first trains the branch predictor to
trigger a misprediction, and then executes a sequence of fdiv
instructions to delay branch resolution. During the transient
execution, the attacker accesses a secret bit and, depending
on whether the bit is 1, issues another sequence of fdivs to
introduce contention. Finally, the total execution time of the
transient execution is measured, and longer latency indicates
that the secret bit is 1. We reproduce SpectreRewind on
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Fig. 15. Basic principle of SpectreRewind (a) and our improvement (b). Using
MDP, we transcode transient contention on the division unit into persistent
MDP state changes, amplifying the timing difference from 4 ns to 700 ns,
making it distinguishable in user space.

Cortex-X3 and observe that the timing difference caused by
contention is below the resolution of CNTVCT_EL0, making
the attack infeasible in user space.
Attack Improvement. In this work, we improve Spectre-
Rewind using the MDP. As shown in Fig. 15(b), within the
transient window, we insert a store-load pair with the same
address. We use fdivs to delay the store’s address generation.
If the secret bit is 1, contention on the division unit delays the
store address, activating the MDP and inserting a new entry
for the load. If the bit is 0, the store is not delayed and the
MDP is not updated. After the transient execution, the attacker
probes the MDP and infers the secret bit.
Experimental Results and Discussion. We implement the
enhanced SpectreRewind on Cortex-X3. Using our MDP
probing primitive, we distinguish between counter values 14
and 0, with a timing difference of 16 ticks, clearly observable
in user space. Our proof-of-concept achieves over 98.7%
accuracy and a leakage rate of 12.8 kbps with only a single
attack (i.e., repetitions to reduce noise are not required).
Similar to other transient attacks [24], [35], [36], practical
exploit scenarios include leaking secrets from browser space or
bypassing ASLR. We leave these exploitation as future work.

E. Improvement of TikTag

TikTag. TikTag exploits transient execution to break Arm’s
Memory Tagging Extension (MTE) [37]. MTE appends a 4-
bit tag to the upper bits of a pointer and verifies tag correctness
during memory accesses [3]. On failure, it raises an exception
to defend against memory corruption attacks. However, if
the access occurs during transient execution, no exception is
raised, and the validity of the address affects the length of
the transient window. As shown in Fig. 16(a), the attacker
speculatively accesses a guessed tagged address, followed by
another access with a valid address. If the tag guess is correct,
the second address is prefetched and cached [37]. Through
a cache side channel, the attacker can enumerate all 16 tag
values to infer the correct one. TikTag relies on the prefetch,
requiring extensive pre-training to ensure both speculation and
prefetch are triggered. We reproduce TikTag on Cortex-X3 and
observe that it requires over 80 training iterations and 100
repetitions per guess to reach reliable inference.
Attack Improvement. We observe that TikTag’s high
overhead stems from prefetcher noise. To address this, we
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Fig. 17. Evaluation of the improved TikTag. Compared to the cache side
channel (baseline), using MDP significantly improves accuracy with fewer
repetitions and minimal training iterations.

replace the prefetch-based channel with the MDP side channel.
As shown in Fig. 16(b), after accessing the guessed address,
we insert a store-load pair. The store-load pair executes
transiently and updates the MDP only if the guess is correct.
Experimental Results and Discussion. We implement the
improved TikTag on Cortex-X3. As shown in Fig. 17,
our method achieves 100% accuracy with only 8 pre-
training iterations and a single trial. The 8 iterations are
needed to induce branch misprediction. Reducing training
and repetition times lowers the attack’s detectability and
complicates sampling-based defenses [52], [89].

F. Discussion

Other Exploitations of SSBleed. As a new leakage source
on Armv9, MDP can cross security-domain boundaries, such
as sandbox and virtual machine, which gives it practical
impact on real systems. At the system level, SSBleed-v1 can
also break certain system-level defenses such as ASLR [74]
and KASLR [33]. Moreover, by exploiting speculative
execution, SSBleed-v3 can undermine Arm-specific pointer-
safety defenses such as Pointer Authentication [61], enabling
classic memory vulnerabilities to be re-exploited on Armv9
platforms. At the compiler level, SSBleed-v2 can be adapted
to infer the function call chain, because compilers may
insert additional loads at different instructions when handling
function calls with more than eight arguments, large structs,
or variadic arguments. At the application level, SSBleed-
v1 and v3 can achieve effects on exfiltrating secrets from
sandboxes and VMs [25], breaking other control-flow-
dependent cryptographic algorithms such as post-quantum
schemes [23], and leaking partial tokens fed to LLMs [34].
Comparison with Other Potential Leakage Sources.
Although components such as branch predictors [82], [86] and
prefetchers [14], [65] on x86 can enable similarly fine-grained
control-flow attacks, additional reverse engineering efforts are
required for Armv9 branch predictors and prefetchers. Similar

TABLE IV
EVALUATION OF PERFORMANCE OVERHEAD OF DEFENSE IN SPEC2017

Benchmark ID 500 502 503 505 508 510 519
Overhead / % 1.02 0.00 0.00 0.40 0.00 0.00 0.00
Benchmark ID 520 523 525 531 541 544 557
Overhead / % 1.83 0.86 0.72 0.42 0.00 0.00 1.15

attacks may also be implemented with other predictors such
as address predictors [36] and value predictors [35], but a
more comprehensive reverse engineering of these predictors is
required on Armv9 CPUs. Finally, compared with established
microarchitectural side channels, SSBleed achieves byte-
granularity control-flow leakage, which is substantially finer
than that of cache [43] (64 B) or TLB [61] (4 KB).

VI. MITIGATION

Our study shows that existing defenses are ineffective
against SSBleed. For example, although ASLR randomizes
the load IP, it does not affect the lower 16 bits used by
the MDP as the tag. In addition, although SSBS prevents
speculative loads from leaking data [3], it does not block the
attack primitives described in Section IV. A straightforward
defense would be to adjust SSBS to either completely disable
SSB or entirely disable the MDP, similar to the SSBS
design on Armv8 CPUs [46]. While effective, this approach
incurs significant performance overhead and would require a
hardware or microcode update.
Our Defense. We propose a software defense that prevents
cross-process and cross-privilege SSBleed attacks. Inspired by
prior research [14], [82], [86], we implement a kernel patch
to flush the MDP during context switches, thereby preventing
MDP state from leaking across processes or privileges. Based
on our reverse-engineering results, we prepare s store-load
pairs in the kernel with distinct load tags, where s is the
number of entries in MDP. We first execute each store-load
pair with 3 SA to evict the existing MDP entries via the
external eviction. Then, for each store-load pair, we follow
with 15 DA to trigger self-eviction. This ensures a full flush
of the MDP.
Results and Discussion. We deploy this defense on the
Microsoft Azure D2ps v6 instance and observe that all cross-
process and cross-privilege attacks are no longer effective. We
also evaluate the performance overhead using SPEC2017, with
results shown in Table IV. The geometric mean performance
overhead is below 0.46%, which is acceptable in most
scenarios. To further show the effectiveness, we use a
Armv8 machine with the interface to fully disable the MDP,
and evaluate the performance with MDP on and off using
SPEC2017. Disabling MDP caused an average overhead of
4.3% (500.perlbench r reaches 12%), indicating that even if
the MDP can be fully diablsed on Armv9, the performance
overhead are non-negligible.
Other Software Defenses. For SSBleed-v1 and v2, the loads
from different program paths can be merged to eliminate
control-flow leakage [44]. For SSBleed-v3, the gadgets with



TABLE V
COMPARISON OF MDP SECURITY ON DIFFERENT ARCHITECTURES

Architecture
MDP Features and Security

State
Machine

Entry
Collision

Single
Load

SSBD/SSBS
Bypass

Intel [58] ✔ ✔ ✗ ✗
AMD [47] ✔ ✔ ✗ ✗

Armv8 [46] ✗ ✔ ✗ ✗
Armv9 (This Work) ✔ ✔ ✔ ✔

store-load pairs can be detected with software analysis, and
barriers can be inserted to block potential leakage [54], [91].
Other Hardware Defenses. SSBleed-v1 and v2 can be
mitigated using partitioning [84], randomization [77], or
context-switch flushing [75], while SSBleed-v3 can be
mitigated by delaying speculative commits [87]. More broadly,
secure microarchitectures should isolate components across
domains and prevent speculative updates to shared states,
though approaches incur notable performance overhead. We
leave hardware implementation for future work.

VII. RELATED WORK

A. MDP Research on Other Architecture

Prior to this work, several studies have investigated MDP-
like structures on other CPU architectures. Ragab et al. [58]
present the first systematic reverse engineering of Intel’s
Memory Disambiguation Unit (MDU), demonstrating its
exploitation in a cross-process Spectre-v4 attack. Liu et
al. [45] further show that MDU is not isolated in Intel SGX,
and propose a control-flow attack named MDPeek. Liu et
al. [47] also identify two similar predictors on AMD Zen 3
CPUs, used for predictive store-to-load forwarding and SSB,
respectively. Based on these predictors, they propose an out-
of-place Spectre-v4 attack. Additionally, they find that Armv8
CPUs include an MDP without a complex state machine [46].

Compared to the previous studies, this work is the first
to uncover and reverse-engineer the MDP on Armv9 CPUs.
We find that the Armv9 MDP employs a novel fully-
associative design and poses more severe security risks than
similar predictors on other architectures, which is summarized
in Table V. First, Armv9’s MDP enables non-speculative
side-channel attacks, giving it security implications beyond
transient attacks. Second, while SSB predictors on Armv8
and x86 can be disabled via SSBS or SSBD [32], [46],
[47], Armv9’s MDP remains active even when SSBS is
enabled, making SSBleed unmitigated by existing defenses.
Third, MDPeek [45] requires a store-load pair inside SGX
enclaves to detect load execution. In contrast, SSBleed detects
a single load from user space, significantly expanding the
attack surface for control-flow leakage.

B. Other Optimization of Load Instruction on Arm CPUs

In addition to the MDP, Arm and Apple CPUs also
employ various mechanisms to accelerate load execution. To
reduce cache misses, Arm and Apple introduce several data

prefetchers, including stride prefetcher [13], Spatial Memory
Stream (SMS) prefetcher [65], and Data Memory-dependent
Predictor (DMP) [11], [74]. In addition, Kim et al. [36]
discover a Load Address Predictor (LAP) and a Load Value
Predictor (LVP) [35] on Apple CPUs that optimize loads.
These mechanisms expose various security vulnerabilities and
have been exploited in side-channel attacks. By studying the
MDP, this work broadens the attack surface and presents
the first byte-level control-flow attack on Armv9, while also
significantly enhancing the practicality of several existing
transient attacks. The MDP exhibits better noise resistance
when compared to the cache [43], prefetcher [37], [65] and
other known side channels on Arm CPUs.

VIII. CONCLUSION

In this work, we discover that Armv9 CPUs implement
Speculative Store Bypass (SSB) using a previously undocu-
mented predictor, the Memory Dependence Predictor (MDP).
We reverse-engineer its design, including the state machine,
organization, and replacement policy. We also identify that
the MDP is shared across processes and privilege levels, can
be updated by loads without preceding stores, and can be
updated during transient execution. Based on these findings,
we propose SSBleed, the first non-speculative side-channel
attack exploiting MDP. We demonstrate its effectiveness and
practicality through 5 case studies targeting both control-flow
and data-flow leakage. Finally, we propose a software defense
that flushes MDP on context switches.
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ARTIFACT APPENDIX

A. Abstract

This artifact consists of two components. First, it includes
the code used to reverse-engineer the MDP on Neoverse-N2
CPUs, corresponding to Section III and Section IV of the
paper. Second, it contains the Proof-of-Concepts (PoCs) of
the SSBleed attacks, including SSBleed-v1, SSBleed-v2, and
SSBleed-v3, corresponding to Section V of the paper.

For the reverse engineering, the artifact demonstrates the
methodology and results for analyzing the existence of the
MDP (Section III-A), its state machine (Section III-B), its
indexing mechanism and prediction table size (Section III-C),
and its replacement policy (Section III-D). These findings
serve as the building blocks of the SSBleed attacks. For
the PoCs, the artifact demonstrates the feasibility of three
SSBleed variants, including cross-process control-flow leakage
using SSBleed-v1, interrupt detection using SSBleed-v2, and
transiently executed value encoding using SSBleed-v3.

B. Artifact check-list (meta-information)
• Program: Codes for reverse-engineering the MDP properties,

and PoCs to demonstrate the effectiveness of SSBleed-v1,
SSBleed-v2 and SSBleed-v3.

• Run-time environment: Microsoft Azure D2ps v6 instance,
with Ubuntu 24.04, Linux kernel version 6.14.0, Python 3.12,
gcc 13.3.0, make 4.3.

• Hardware: Arm Neoverse-N2 CPU.
• Execution: For the reverse engineering, python scripts are used

to automatically run the tests and print the outputs or generate
the figures. For the SSBleed-v1 and SSBleed-v3 PoCs, binaries
are executed directly. For the SSBleed-v2 PoC, two semi-
automated scripts are executed to generate the figure.

• Output: For the reverse engineering, four figures will be
generated, corresponding to Fig. 2, Fig. 3 and Fig. 9. In addition,
two text outputs are printed in the command line, corresponding

to Table I and Fig. 4. For the PoCs, two text outputs are printed,
demonstrating the effectiveness of SSBleed-v1 and SSBleed-
v3. In addition, one figure will be generated, corresponding to
Fig. 14, demonstrating the effectiveness of SSBleed-v2.

• Disk space required (approximately): 100 MB.
• Time required to prepare the workflow (approximately): 1

minute.
• Time required to complete experiments (approximately): 1

hour.
• Publicly available?: Yes.
• Code license (if publicly available): Apache-2.0 License.
• Archived (provide DOI)?: 10.5281/zenodo.17854610

C. Description
1) How to access: The PoCs can be accessed from Zenodo:

https://zenodo.org/records/17854610 or from Github: https://
github.com/CPU-Security/SSBleed.

2) Hardware dependencies: The PoCs depend on MDP
properties specific to Arm Neoverse-N2 CPUs.

3) Software dependencies: A C compiler is required. No
specific kernel or packages are required. To generate plots,
matplotlib and seaborn packages of python are required. To
perform SSBleed-v2, a kernel module is required.

4) Code organization: The code is organized in two main
directories, corresponding to the reverse engineering and PoCs,
respectively.

• reverse-engineering: contains the reverse engineering codes of
MDP’s existence, state machine, indexing mechanism, table size
and replacement policy proposed in our paper.

• proof-of-concepts: contains the PoCs that demonstrate the
effectiveness of SSBleed-v1, v2 and v3 attacks.

D. Installation
No specific installations are required. We recommend to use

the Makefile in the artifact to build the executable files.

E. Evaluation and expected results
The reverse-engineering code includes tests for MDP

existence, state machine, indexing mechanism, prediction table
size, replacement policy, and probe primitives. These tests
require compiling the source code first and then running
Python scripts individually, each of which generates the
expected outputs. The existence test, indexing mechanism test,
prediction table size test, and probe primitive test each produce
four figures,corresponding to Fig. 2, Fig. 3, and Fig. 9 in the
paper. The state machine test produces the text output shown
in Table I, and the replacement policy test produces the text
output, corresponding to Fig. 4 in the paper.

The PoC code includes the SSBleed-v1, SSBleed-v2,
and SSBleed-v3 PoCs. SSBleed-v1 and SSBleed-v3 are
executed directly as binaries and print demo results, accuracy,
and throughput of the cross-process control-flow leakage
and transient-execution attacks to the terminal. SSBleed-v2
requires running two shell scripts sequentially: the first script
obtains valid load tags for monitoring, and the second script
performs interrupt detection. The final output corresponds to
Fig. 14 in the paper.

For additional information on the building steps, running
steps, and expected outputs, please refer to the README.md
files in the respective subdirectories.
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https://github.com/CPU-Security/SSBleed
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